Dynamic Programming – 1 Week

Graphs – 1 Week

Trees – 1 Week

Stacks/Queues – 1 Week

Strings and Arrays – 1 Week

Linked Lists – 1 Week

Dynamic Programming:

1. **Longest Common Subsequence:**

***Problem Statement:*** Given two sequences, find the length of longest subsequence present in both of them. A subsequence is a sequence that appears in the same relative order, but not necessarily contiguous. For example, “abc”, “abg”, “bdf”, “aeg”, ‘”acefg”, .. etc are subsequences of “abcdefg”. So a string of length n has 2^n-1 different possible subsequences, which implies that the time complexity of the brute force approach will be O(n \* 2n). Note that it takes O(n) time to check if a subsequence is common to both the strings. This time complexity can be improved using dynamic programming.

**def lcs(X , Y):**

***# find the length of the strings***

**m = len(X)**

**n = len(Y)**

***# declaring the array for storing the dp values***

**L = [[None]\*(n+1) for i in xrange(m+1)]**

***"""Following steps build L[m+1][n+1] in bottom up fashion***

***Note: L[i][j] contains length of LCS of X[0..i-1]***

***and Y[0..j-1]"""***

**for i in range(m+1):**

**for j in range(n+1):**

**if i == 0 or j == 0:**

**L[i][j] = 0**

**elif X[i-1] == Y[j-1]:**

**L[i][j] = L[i-1][j-1]+1**

**else:**

**L[i][j] = max(L[i-1][j], L[i][j-1])**

***# L[m][n] contains the length of LCS of X[0..n-1] & Y[0..m-1]***

**return L[m][n]**

***#end of function lcs***

1. **Longest Increasing subsequence**

***Problem Statement:*** The Longest Increasing Subsequence (LIS) problem is to find the length of the longest subsequence of a given sequence such that all elements of the subsequence are sorted in increasing order. For example, the length of LIS for {10, 22, 9, 33, 21, 50, 41, 60, 80} is 6 and LIS is {10, 22, 33, 50, 60, 80}.  
![longest-increasing-subsequence](data:image/png;base64,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)

***# lis returns length of the longest increasing subsequence***

***# in arr of size n***

**def lis(arr):**

**n = len(arr)**

***# Declare the list (array) for LIS and initialize LIS***

***# values for all indexes***

**lis = [1]\*n**

***# Compute optimized LIS values in bottom up manner***

**for i in range (1 , n):**

**for j in range(0 , i):**

**if arr[i] > arr[j] and lis[i]< lis[j] + 1 :**

**lis[i] = lis[j]+1**

***# Initialize maximum to 0 to get the maximum of all***

***# LIS***

**maximum = 0**

***# Pick maximum of all LIS values***

**for i in range(n):**

**maximum = max(maximum , lis[i])**

**return maximum**

***# end of list function***

1. **Edit Distance:**

***Problem Statement:*** Given two strings str1 and str2 and below operations that can performed on str1. Find minimum number of edits (operations) required to convert ‘str1’ into ‘str2’.

1. Insert
2. Remove
3. Replace

All of the above operations are of equal cost.

***# A Dynamic Programming based Python program for edit***

***# distance problem***

**def editDistDP(str1, str2, m, n):**

***# Create a table to store results of subproblems***

**dp = [[0 for x in range(n+1)] for x in range(m+1)]**

***# Fill d[][] in bottom up manner***

**for i in range(m+1):**

**for j in range(n+1):**

***# If first string is empty, only option is to***

***# insert all characters of second string***

**if i == 0:**

**dp[i][j] = j    # Min. operations = j**

***# If second string is empty, only option is to***

***# remove all characters of second string***

**elif j == 0:**

**dp[i][j] = i    # Min. operations = i**

***# If last characters are same, ignore last char***

***# and recur for remaining string***

**elif str1[i-1] == str2[j-1]:**

**dp[i][j] = dp[i-1][j-1]**

***# If last character are different, consider all***

***# possibilities and find minimum***

**else:**

**dp[i][j] = 1 + min(dp[i][j-1],        # Insert**

**dp[i-1][j],        # Remove**

**dp[i-1][j-1])    # Replace**

**return dp[m][n]**

***# Driver program***

**str1 = "sunday"**

**str2 = "saturday"**

**print(editDistDP(str1, str2, len(str1), len(str2)))**

1. **Count the number of ways to cover a distance**

***Problem statement:*** Given a distance ‘dist, count total number of ways to cover the distance with 1, 2 and 3 steps.

***EX:***

Input: n = 3

Output: 4

Below are the four ways

1 step + 1 step + 1 step

1 step + 2 step

2 step + 1 step

3 step

Input: n = 4

Output: 7

**def printCountDP(dist):**

**count = [0] \* (dist + 1)**

***# Initialize base values. There is***

***# one way to cover 0 and 1 distances***

***# and two ways to cover 2 distance***

**count[0] = 1**

**count[1] = 1**

**count[2] = 2**

***# Fill the count array in bottom***

***# up manner***

**for i in range(3, dist + 1):**

**count[i] = (count[i-1] +**

**count[i-2] + count[i-3])**

**return count[dist];**

***# driver program***

**dist = 4;**

**print( printCountDP(dist))**

1. Find the longest path in a matrix with given constraints

Given a n\*n matric where all numbers are distinct, find the maximum length path (starting from any cell) such that all cells along the path are in increasing order with a difference of 1. We can move in 4 directions from a given cell (i,j), i.e., we can move to (i+1,j) or (i,j+1) or (i-1,j) or (I,j-1) with the condition that adjacent cells have difference of 1.

**n=3**

***# Returns length of the longest path beginning with mat[i][j].***

***# This function mainly uses lookup table dp[n][n]***

**def findLongestFromACell(i, j, mat, dp):**

***# Base case***

**if (i<0 or i>=n or j<0 or j>=n):**

**return 0**

***# If this subproblem is already solved***

**if (dp[i][j] != -1):**

**return dp[i][j]**

***# Since all numbers are unique and in range from 1 to n\*n,***

***# there is atmost one possible direction from any cell***

**if (j<n-1 and ((mat[i][j] +1) == mat[i][j+1])):**

**dp[i][j] = 1 + findLongestFromACell(i,j+1,mat,dp)**

**return dp[i][j]**

**if (j>0 and (mat[i][j] +1 == mat[i][j-1])):**

**dp[i][j] = 1 + findLongestFromACell(i,j-1,mat,dp)**

**return dp[i][j]**

**if (i>0 and (mat[i][j] +1 == mat[i-1][j])):**

**dp[i][j] = 1 + findLongestFromACell(i-1,j,mat,dp)**

**return dp[i][j]**

**if (i<n-1 and (mat[i][j] +1 == mat[i+1][j])):**

**dp[i][j] = 1 + findLongestFromACell(i+1,j,mat,dp)**

**return dp[i][j]**

***# If none of the adjacent fours is one greater***

**dp[i][j] = 1**

**return dp[i][j]**

***# Returns length of the longest path beginning with any cell***

**def finLongestOverAll(mat):**

**result = 1 # Initialize result**

***# Create a lookup table and fill all entries in it as -1***

**dp=[[-1 for i in range(n)]for i in range(n)]**

***# Compute longest path beginning from all cells***

**for i in range(n):**

**for j in range(n):**

**if (dp[i][j] == -1):**

**findLongestFromACell(i, j, mat, dp)**

***# Update result if needed***

**result = max(result, dp[i][j]);**

**return result**

***# Driver program***

**mat = [[1, 2, 9],**

**[5, 3, 8],**

**[4, 6, 7]]**

**print("Length of the longest path is ",finLongestOverAll(mat))**